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Abstract

We introduce the hierarchical secure systems model which is a generalisation of the Bell-
LaPadula model for multi-level secure systems, and incorporates ideas from role-based access
control and the theory of partially ordered sets. We show that the Bell-LaPadula, protection
matrix and role-based access control models are particular instances of the hierarchical secure
system model. We also demonstrate that this model provides a useful extension to the role-
based access control model and obviates many of the more complicated aspects of the model.
In particular, we propose an intuitively appealing administrative model for role-based access
control which is more simple and more secure than existing models.

1 Introduction

Our most recent work is concerned with the application of antichains in a partially ordered set
(see Section 3 and [4]) to access control modelling. We have successfully applied our methods to
modelling conflict of interest policies [5] and to certain aspects of role-based access control [3]. A
special case of one of our results forms part of the motivation for this work.

Our earlier work [6, 7, 15] is concerned with modelling the behaviour of a discretionary ref-
erence monitor (or access control subsytem) of a computer system using a deductive database.
The motivation for this approach was the extensive evidence that the implementation of security
(which typically uses a reference monitor based on a discretionary access control model) in a com-
mercial computer system rarely corresponds to the requirements of the organisation running that
system [15]. The purpose of this work is to reason about the correctness of the implementation
(that is, the configuration of access control lists, say) of an abstract access control policy. The
ultimate goal is to provide a theoretical basis for the development of software tools to be used by
systems administrators to determine which access rights should be granted.

We model the state of the reference monitor as a set of (access right) triples M C O x S X R,
where O is the set of objects, S is the set of subjects, and R is the set of access rights supported
by the system. Our model is essentially the same as that of Harrison, Ruzzo and Ullman [10] with
(o,s,7) € M if, and only if, r € [s, 0], where [s, 0] denotes the entry in the protection matrix for
subject s and object o. It is apparent that modelling a reference monitor in this way has certain
drawbacks, not least the construction of the deductive database, and may scale rather badly.

We have therefore decided to adopt a different approach and provide an access control autho-
risation model that implements an order-based access control policy. Additional motivation for
this approach is that we believe the three most well-known models, namely

e the Bell-LaPadula model [1],
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e the protection matrix model [11], and
e the recent role-based access control model [21]

each have drawbacks. The protection matrix and role-based access control models are “policy
neutral” - any policy can, in principal, be implemented on systems which are based on these
model. However, this generality means that the security properties of such models are difficult
to establish. In particular, verifying that a given security policy is being implemented correctly
by a reference monitor is difficult. The Bell-LaPadula model, however, has explicit security prop-
erties but implements an information flow policy [16] which has proved too restrictive for many
commercial systems.

Our hierarchicial secure system model is a generalisation of the Bell-LaPadula model based on
an organisational hierarchy and implements policies based on the notion of seniority contained in
that hierarchy. The preceding remark suggests that we intend this model to be sufficiently flexible
to be used in commercial systems. The hierarchical secure system model is of greater value than
the protection and role-based access control models in that it is possible to define a secure state
of the system. We hope to prove that a secure system can be constructed.

The remainder of the paper is organised as follows. Section 2 is a brief account of existing
access control models, as the hierarchical secure system model draws on concepts and notation
from them. Section 3 introduces some theoretical results about partially ordered sets. Section 4
introduces the hierarchical secure system model. In the Conclusion we discuss the numerous
opportunities for further research.

2 Access control models

Most approaches to access control modelling incorporate the following features.

e A set of objects, O. Objects are passive entities in the model and represent files and direc-
tories, for example.

e A set of subjects, S. Subjects are active entities and represent (processes and programs
executing on behalf of) users.

o A set of access modes, A. Access to an objects may be granted to a subject in one or more
of the access modes. Typical examples of access modes are read, write and execute, usually
abbreviated to r, w and z, respectively.

o A set of requests, ) and a set of decisions, D. Informally, requests are procedure calls to the
(access control) system or reference monitor, which result in decisions (system responses)
and changes in the state of the system. For example a subject could issue a request

— to access an object in a particular mode,

— to give access to another subject to an object in a particular mode.
Examples of decisions could be “yes”, “no” and “?”.

o A set of states, T. A state, t, is a pair (V, M) where V specifies what is currently authorised,
and M what is potentially authorised. The actual characteristics of M will depend on the
particular access control model under consideration. V is typically a set of triples (s, 0, a).

To make clear the distinction between what V' and M, consider the following two hypothetical
requests
get(s,0,r) and give(s,,sy,0,7).

The first request asks that subject s be allowed to access mode r to object o. If the decision
(system response) is “yes”, then (s, o0,7) is added to V, while M is unchanged. The second
request asks that subject s, (owner) confers on sy (friend) the right to access object o in
access mode r. If the decision is “yes”, then (sy,o0,r) is added to M, while V' is unchanged.



e A state transition relation, A C T x Q x D x T, where 6 = (t,q,d.t') € A if, and only if,
when in state ¢ a request g results in the decision d and state ¢'. The relation A captures
the (possibly non-deterministic) rules of operation of the system.

e Given a countably infinite (index) set, I = {1,2,...}, which is used to model the flow of
time, and an initial state, to, an evolution,

i 71 44y def
g = (ql,dl,tl) = (q1...qi,dl...di,totl...ti)

of the system models a possible development of the system at time ¢ > 0. An evolution is
defined recursively as follows:

— if (to,r1,d1,t1) € A, then
o1 = (r1,d1,tot1) is an evolution;
— if (t; 1,75, diyt;) € A and 0y = (rP=!, d*=1,#71) is an evolution, then
o; = (riilri,difldi,tiflti) is an evolution.

An evolution captures a particular history of the system at time i as strings of requests,
decisions and states'.

The system is modelled by the set of evolutions, ¥(A,ty,Q, D). (That is, a system is
dependent on the state transition relation, the initial state, the set of requests and the set
of decisions.) When the context is clear we will simply write ¥ to denote the system.

2.1 The protection matrix model

We first consider the protection matrix model as it forms part of the Bell-LaPadula model. A
protection matrix, M, has columns indexed by objects and rows indexed by subjects. Each entry
in M is a subset of A, the set of access modes. [s,o0] denotes the entry in M for object o and
subject s.

A request by subject s to access object o in mode a (which we will denote get(o, s, a)) is granted
provided a € [s,0]. Typically, protection matrices are sparse and reference monitors which are
based on this model often implement M as access control lists or capability lists which correspond
to columns and rows of M, respectively [11].

In the context of the protection matrix model, a state, ¢, is a pair (V, M), where M is the
protection matrix, and V' is the set of currently authorised pairs. (V is taken from active.)

It is recognised that the protection matrix model has broad expressive power but that the
“security problem” is, in general, undecidable [10].

The security problem is the determination of whether or not a given subject can acquire a
particular access mode to a given object. Equivalently, is it possible for a given triple, (s,o,7),
to enter V7 In a practical sense, the security problem is “given a specification of security (an
access control policy) does the implementation coincide with policy?”. It is sometimes said that
the protection model has “weak security properties”.

The typed access matrix model [17] imposed strict typing on objects, the types forming a strict
order. It was shown that this model has stronger security properties than the protection matrix
model, but that the security problem is still NP-hard in its decidable cases.

2.2 The Bell-LaPadula model

The Bell-LaPadula model includes the following additional elements.

L An evolution is referred to as an appearance in the Bell-LaPadula model.



A set of security classifications or security labels, C', which is a total order. That is, for all
c1,cy € C either ¢; < ¢y or ¢; > ¢3. The most common set of security labels, used in military
systems, is

unclassified < classified < secret < top secret.

e A set, K, of (needs-to-know) categories. These usually represent different projects or do-
mains.

e A security lattice, L C C x P(K), where (c1, K1) < (c2, K») if, and only if, ¢; < ¢ and
K, C Ko.

o A set of security clearance functions, A, where for all A € A, A : OUS — L. The essential idea

of the Bell-LaPadula model is that every subject and object is assigned a security clearance
by A.

e A set of n x m protection matrices, M, where n = |O| and m = |S]|.

e A set of states, T C P(O xS x A) x M x A. A state t = (V,M,\) € T, consists of
V C O x S x A which models the currently authorised access right triples, and M and A, the
current protection matrix and security clearance function, respectively, model the potential
authorisations.

When particular access modes are introduced into the Bell-LaPadula model they are divided
into two generic groups, A,, read-type access modes, and A,,, write-type access modes. For
convenience, given a state t = (V, M, A) we will denote the set of read triples by V., and the set
of write triples by V,,. Formally, V.. = {(s,0,a) € V:a € A,} and V,, = {(s,0,a) € V :a € A,},
where V. UV,, = V. It is not necessarily the case that V. NV, = 0, since some access modes may
be both read and write access modes. For example, in the Bell-LaPadula model, the write access
mode actually meant simultaneous read and write access, while the read and append access modes
were read-only and write-only access modes, respectively.

This actually makes the enforcement of a confidentiality or information flow policy rather hard.
Read-type access modes present no problem on their own (see the simple security property below).
However, indirect breaches of confidentiality can arise if a copy of an object can be written to a
less secure object by a subject which has read access to the former and write access to the latter
(see the *-property).

Simple security property A state t = (V, M, \) satisfies the simple security property if, and
only if, for all v = (s,0,a) € V., A(s) = A(o). In particular, if a get request, get(s,0,a) where
a € Ay, is granted then A(s) > A(0). (Otherwise, the resulting state will not satisfy the simple
security property.)

The simple security property expresses the requirement that no user should be able to read an
object that has a higher security clearance than the user.

*_property In order to more readily describe the *-property, define
V(s)={o€O:(s,0,a) € V}.

That is, V(s) is the set of objects in a state V' to which a particular subject s has at least one
access mode.
A state t = (V, M, \) satisfies the *-property if, and only if,

for all s € S, 01 € Viy(s), 02 € Vi.(s), Alo1) = A(02),

That is, a state satisfies the *-property if, and only if, for all subjects, the objects a subject can
write to are at least as secure as the objects that subject can read.

The *-property expresses the requirement that no subject should be able to write (or “leak”
information) to an object which is less secure than the subject. In particular, if a get request,



get(s,0,a) where a € A, is granted then A(s) < A(0). The examples usually quoted for this
rather counter-intuitive condition are

e to prevent Trojan horse software copying top secret material to an unclassified file, say;
e to prevent the writing of top secret material to an unclassified printer, for example.

Figure 1 shows a schematic representation of the evaluation of a get request for read access in
the Bell-LaPadula model. (In fact, this evaluation process is more complicated, since the addition
of any read triple may conflict with the *-property because of write triples in the set of currently
authorised triples, V' [1].)
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Figure 1: Evaluating a read request in the Bell-LaPadula model

Secure systems A state ¢ = (V,M,\) is secure if V satisfies the simple security property
and the *-property. An evolution (g1 ...¢;,di...d;, tot1 ... t;) is secure if ¢; is secure, for all j,
1 < j <i. A system is secure if every evolution is secure.

The Bell-LaPadula model provides a rigorous definition of system security and, furthermore,
demonstrates how to construct a secure system. In other words, the Bell-LaPadula model has
very strong security properties.

Remark 2.1 It is interesting to note that in the Bell-LaPadula paper the entries in the protection
matriz are not required to satisfy the information flow policy. Specifically it is theoretically possible
for there to exists € S, 0 € O, a € A, such that A(s) < A(o) and a € [s,0]. (This does not represent
a breach of policy since the policy monitor will deny the request get(s,o0,a).)

2.3 The role-based access control model

The formal development of this model began in the mid-90s [8, 9, 13, 20], although many of the
concepts had been incorporated into operating systems much earlier.
The simplest formulation of the role-based access control model includes the following features.



A set of roles, R

A set of users, U

e The set of access modes is replaced by a set of permissions, A. Permissions are typically
treated as “uninterpreted symbols” in role-based access control models. Our interpretation
of the literature is that so-called primitive permissions are pairs (0,a) where o € O and
a € A; and that permissions in general can be thought of as sets of primitive permissions.

o A user-role assignment relation, UA CU X R
o A permission-role assignment relation, PA C A X R

e A role hierarchy, RH C R x R, which can also be thought of as a poset (R, <). Specifically,
for r1,72 € R, r1 < 719, if, and only if, (ry,72) € RH. Permission assignments to roles are
inherited by more senior roles in the hierarchy. Users are implicitly assigned to roles which
are junior to any roles they are (explicitly) assigned to in U A.

e A session is analogous to a subject in traditional models. A session is uniquely identified
with a user and is some subset of the roles to which the user is implicitly assigned. A
permission, p, is granted to a session, s if there exists a role r € s such that (p,r) € PA.

There is, in addition, an administrative model, ARBAC97 [19], which specifies how the role hier-
archy, user-role assignment relation and permission-assignment relation should be managed. The
administrative role hierarchy is a set of administrative roles, AR, which is disjoint from R. The
user-role assignment and permission-role assignment relations are extended to include AR. There
is also a set of administrative permissions which can only be assigned to administrative roles.

Assignments and revocations of user-role assignments are controlled by a can-assign relation.
An element of this relation consists of an administrative role identifier, ar, a constraint, ¢, and a
set of roles, range. The administrative role, ar, can assign any role in range to any user which
satisfies ¢. Similar relations exist for revoking a user-role assignment, creating a permission-role
assignment and revoking a permission-role assignment.

For the simplest role-based access control model, a state is a 4-tuple (V, RH,UA, PA), where
V' models the currently authorised permissions, and RH, UA and PA model the potentially
authorised permissions. An element of V' is a triple (s, 0,a), where s is a session which contains
a role r to which the permission (o, a) is assigned. However, the inclusion of ARBACY7 in the
role-based access control model, for example, implies a state should also include the relations
can-assign, can-revoke, can-assignp (determining permission-role assignments), can-revokep
(determining permission-role revocations).

It is not clear how difficult the security problem is for this model?. It is left as an exercise for
the interested reader! We note in [3] that inappropriate entries or the omission of certain entries
in the can-assign relation can lead to user-role assignments which would clearly compromise
security. It is also possible within the framework that has been defined that two entries in the
relation may be contradictory. Specifically, ar may be authorised to assign u to a role r € range
by one tuple in can-assign and may not be authorised by another tuple. We discuss an example
of a role-based access control system in detail in Section 5.1.

In short, despite the intuitive appeal of the role hierarchy and the reduction in the adminis-
tration of permissions, the value and behaviour of the administrative model is far less clear, and
hence modelling the possible evolutions of a role-based access control system appears very difficult.

2We conjecture that it is at least as hard as the security problem for the protection matrix model, not least
because a simulation of the protection matrix model using a role-based model has been constructed by Sandhu et
al [14].



3 Completions of a poset

We now outline a theoretical result in the theory of partially ordered sets (posets) which arose
out of modelling conflict of interest policies in access control [4, 5]. A particular case of this
result provides a natural way of generating the ordering in the security lattice, and was one of the
motivations for this work.

Definition 3.1 A pair (X, <) is a partially ordered set or poset if for all z,y,z € X,
o r L,
o x <y andy < x implies x =y,
e z <y andy < z implies ¢ < z.

In other words < is a binary relation on X which is reflexive, anti-symmetric and transitive,
respectively. We will write

e x <y if, and only if, z < y and = # y; and
e z || yif, and only if, z £ y and = 2 y.
In the remainder of this section, we will write X to mean the pair (X, <).

Definition 3.2 Given a poset X, Y C X is a chain if for all y1,ys € Y either y; < y2 orys < y1.
Y is an antichain if for all y;,y2 € Y,y1 || y2. We denote the set of antichains by A(X).

Definition 3.3 Given a poset X andY C X, we sayy € Y is a minimal element if for ally’' € Y,
y' < y implies y = y'. Similarly, y € Y is a maximal element if for all y' € Y, y < y' implies
y =y'. We denote the set of minimal elements in'Y by Y ; and the set of mazimal elements in' Y
by Y.

Lemma 3.1 ForallY CX,y€Y,
Yy, (1)
there exists y' € Y such that y' <y, (2)
Y € A(X), (3)
Y is unique. (4)

Proof The proof follows immediately from Definition 3.3. |

Definition 3.4 Given a poset X and z,y,€ X, we say y covers x, denoted © <y, if ¢ <y and
<z <y impliesz = z.

Definition 3.5 Let X be a poset, and let Y C X.
o An element x € X is an upper bound for Y if, forally € Y, y < z.

e An element x € X is a least upper bound or supremum for Y, denoted sup Y, if x is an
upper bound of Y and, for ally € Y, z € X, y < z implies x < z. In other words, x is the
smallest of the upper bounds of Y.

e An element x € X is a lower bound for Y if, forally €Y, z < y.

o An element x € X is a greatest lower bound or infimum for Y, denoted inf Y, if x is a
lower bound of Y and, for all y € Y, z € X, z < y implies z < x. In other words, x is the
greatest of the lower bounds of Y .

Definition 3.6 A poset, X, is a lattice if, and only if, for allz,y € X bothinf{z,y} and sup{z,y}
exist in X. If for all Y C X, supY and inf Y ewist (in X ), then X is called a complete lattice.



If L is a lattice, then
inf{x,y} x Ay meetof xz and y

are equivalent, as are
sup{z,y} zVy join of z and y.

We write (L, V, A) to mean that the set L is a lattice with the operations V and A. Indeed a lattice
can be defined as a purely algebraic structure in terms of these operations [2].

Definition 3.7 Given two posets (X1,<1) and (Xo, <2), a function ¢ : X; — Xo is an order-
embedding if for all z,y € X1, © <1 y implies ¢(z) <2 &(y). If Xo is a complete lattice, we say
X is a completion of X; (via the order-embedding ¢ ).

Theorem 3.1 Given a poset (X, <), define A(X) = {a C X : « is an antichain} and for all
a,p € AX),

a X B if, and only if, for all a € a, there exists b € 8 such that a < b.
Then (A(X), <) is a lattice. Moreover, (A(X), <) is a completion of X via the mapping x — {z}.
Proof The proof is given in [4]. |

It can be shown that for the poset C'U K, where C' is the set of security labels and K is the set of
categories, < corresponds to the ordering on the security lattice C' x P(K). Figure 2a, shows the
set C' U K, where unclassified, classified, secret, and top secret have been abbreviated
to u, ¢, s and ts, respectively; and C; and Cy are needs-to-know categories. The completion of
C'U K using antichains, A(C U K) is shown in Figure 2b. (Set delimiters “,”, “{”, “}”) have been
omitted in the nodes of A(P).)

(a) CUK (b) A(C UK)
tsC1 0y
ts

30102 tSOl t802
C: Cy

uC;Cy sC; sCy ts

eE—0o0—n—

uC;Cs cC} sCh S

01C2 1101 1102 C

Figure 2: A Bell-LaPadula “hierarchy” and its completion

Theorem 3.2 Given a poset X andY C X, define
Ye={zeX:fordlyeY, y<uz}
YZ:{xEX:forallyEY, x <y}
Then (DM 4(X), <) is a lattice, where
DMs(X)={Y CX :Y¥ =Y}

Furthermore, DM 4(X) is a completion of X via the mapping x — {z}.



Proof The proof is given in [4]. |

It can easily be proved that DM 4(X) C A(X) [4].

4 The hierarchical secure system model

We want to define a model which couples strong security properties with a reasonable and realistic
view of the requirements of security in a commercial system. To achieve this we make use of the
observation that most organisations have a supervision hierarchy based on superiority of position
within the organisation. A supervision hierarchy is described in [12] as

“ ..a hierarchy of named positions ...each position has one or more roles
... these roles can be supervisory (administrative), or functional or both.”

It seems reasonable, therefore, to assume that access to objects can be identified with positions
in a supervision hierarchy. Using the obvious parallel with security labels in the Bell-LaPadula
model, we informally have the idea of a security policy in which access to an object is granted to
a subject only if the position of the subject is greater than that of the object.

We assume, unlike the Bell-LaPadula model, that objects and subjects can be associated with
a set, of positions, thus giving our model greater flexibility. By regarding the supervision hierarchy
as a partial order on a set of positions and using the results of Section 3, we show how to extend
the ordering of the supervision hierarchy to an ordering on sets of positions in a completion of the
supervision hierarchy.

We also take the view that any non-policy-specific access control model can be used as the
reference monitor in the Bell-LaPadula model. Specifically, we could use either a protection matrix
or the “machinery” of the role-based access control model. The choice would be determined by
the application domain.

We now formally define the characteristics of hierarchical secure system model, following the
spirit of the seminal paper of Bell and LaPadula [1].

4.1 The theoretical framework
We introduce the following definitions.

e A partially ordered set of positions, (P, <). The covering relation defines the position hier-
archy and corresponds to the supervision hierarchy mentioned above.

By Theorem 3.1, there exist two completions of P using antichains (that is two complete
lattices, which preserve the ordering of P), namely A(P) and DM 4(P).

o A reference monitor, M, which may be based on the protection matrix model, the role-based
access control model, or any other policy-neutral access control model. The interpretation
of subjects will be determined by the reference monitor chosen. For example, in the case of
a role-based access control reference monitor, subjects will be interpreted as sessions.

o A seniority function, ¢. The purpose of ¢ is to associate all entities in the system with a level
of seniority within the organisational framework. This is clearly analogous to the security
clearance function, A, in the Bell-LaPadula model.

The domain of ¢ will depend on the reference monitor. For example, using a role-based
access control reference monitor, we would define ¢ for all objects, roles and users.

The range of ¢ is A(P). In other words, the seniority of an entity is a set of positions which
are pairwise incomparable (with respect to the position hierarchy). Typically this set will be
a singleton and hence will coincide with the usage of A in the Bell-LaPadula model. However,
the fact that A(P) is a complete lattice means that a more senior antichain of positions can
be found for any antichain of positions, and hence that this definition of ¢ is both legitimate
and provides more flexibility than the definition of \. We note the following possibilities.



— ¢(0) = 0 - that is, o is not protected by the policy, as every subject will be senior to o.
This corresponds intuitively to public documents.

— ¢(s) = 0 - that is, s has no access privileges except to public documents. This could
model, for example, a guest user.

e An order-based policy (or seniority policy or simply policy), I1, is a set of (policy) statements,
{m,...,m}, where each m; is an inequality relating the seniority of entities within the
system. Informally, an order-based policy is one in which the specification of the policy can
be stated in terms of the ordering on the position hierarchy. Some examples of statements

are
— m1 = ¢(s) = ¢(0), which is analogous to the simple security property;
— 2 = ¢(s) % ¢(0), which is analogous to the *-property;
— 73 = ¢(r) X ¢#(u), which relates the seniority of roles to that of users.
The policy Ilprp = {m, 7=} is analogous to the information flow policy of the Bell-LaPadula
model.

e A policy monitor which is used to enforce an order-based policy. In particular, such a monitor
could be used to check the simple security property, the *-property, or the Biba integrity
policy.

Our model, therefore, like the Bell-LaPadula model, has a two stage protocol for determining
the system response to a request. That is, the request must satisfy the seniority policy and
it must be granted by the reference monitor.

e A set of requests and a set of decisions, D.

o A set of states, T'. A state is a triple (¢, M, V) where M models the potential authorisations
of the reference monitor, and V' models the set of subjects which the current authorisations.
For example, using a role-based access control reference monitor, M = RHUUAUPA, and
V is a set of triples (as with a protection matrix) comprising a session and a capability.

We define a state transition relation A CT xQ x D xT, where 0 € A if, and only if, when in
state t = (t, q,d,t") a request g results in the decision d and state ¢'. The relation A captures
the (possibly non-deterministic) rules of operation of the system.

Hierarchical secure systems A state is secure with respect to II provided all triples v € V
satisfy all 7 € II. An evolution (¢*,d",t") is secure with respect to II if t; is secure for all j such
that 1 < j <. A system X is secure with respect to II if all evolutions of the system are secure.
4.2 Summary

We have the following characteristic features of our model.

[1] Hierarchical secure system model is extension of Bell-LaPadula model

[2] Strict order and categories replaced with more general hierarchy reflecting organisational
characteristics

[3] Security clearance function replaced with more general seniority function
[4] Two stage checking of access requests
These features provide the following advantges over existing models.
e [2] and [3] suggest greater flexibility (than the Bell-LaPadula model)

e [1] and [4] guarantee strong security properties
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5 Examples and special cases

We now present an example of a hierarchical secure system. It is a very simple example based on
one of the most commonly used examples in the role-based access control literature [19]. We use
a role-based access control reference monitor, and initially consider a system which enforces no
policy. We show that this system has features which we believe are an improvement on existing
role-based access control models. We then introduce a simple security policy and demonstrate
that this results in a useful administrative model for role-based access control.

5.1 The role-based access control example

Role hierarchies are represented by a role graph, the transitive reduction of the graph of the relation
RH. (In other words, a role graph is a Hasse diagram of the poset (R, <).) An example of a role
graph is shown in Figure 3. This example is taken from the seminal paper on role-based access
control models [20].

(a) Role hierarchy

DIR

PL1/-\PL2 DIR Director
N N PL Project Leader

PEl\/QEl PE2\/QE2 PE  Production Engineer
ENG1 ENG2 QE Quality Engineer
= ENG Engineer
| ED Engineering Department
E E Employee

SSO  Senior Security Officer

(b) Administrative role hierarchy DSO  Departmental Security Officer

Sso PSO Project Security Officer

DSO

PS01 PS02

Figure 3: RBAC96 Hierarchies

In Table 1 we show some typical user-role assignments. Note for each user, u, R(u) € A(R)
for the poset R in Figure 3a. (Clearly we have made some assumptions in this assignment of
roles to users. For example, we have assumed that the Director would most likely be assigned
the Senior Security Officer role, and that the Project Security Officer roles would be assigned to
Project Leaders. We note, however, that there is no constraint within the example, that prevents
dave, for example, being assigned the Senior Security Officer role.)

In Table 2 we show some typical permission-role assignments, possible choices for R(s) and the
corresponding permissions for a session, s, where U(s) = bill.

An administrative model, ARBAC97, was introduced in [19] to manage the assignment of users
and permissions to roles, and changes to the role hierarchy. Table 3 shows examples of two of
the relations introduced in ARBAC97 with reference to Figure 3. Namely, the can-assign and
can-revoke relations which manage the assignment of users to roles.

If we consider the can-assign relation we see that PS01 can assign a user to roles ENG1, PE1
and QE1 (but not PL1 because the upper end-point is not included in the range) provided the user
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u R(w) VR(u)
anne QE1, QE2 QE1, ENG1, ED, E, QE2, E2

bill PL1, PSO1 | PL1, PE1, QE1, ENG1, ED, E, PSO1

claire | DIR, SSO DIR, PL1,..., ED, E, PL2,..., ENG2, SSO, DSO, PS01, PS02
dave ENG1 ENG1, ED, E

emma PE1, QE2 PE1, ENG1, ED, E, QE2, E2

Table 1: User-role assignments in RBAC

r_ | P() | 1P(r) gl(g)l JNZES) Z(S)

Eg‘;l i: Zi,pz PE1 PE1, ENG1 P12

| b QE1 QEL, ENG1 P1, D3

Sl B PE1, QE1 | PE1, QE1, ENG1 P1,D2,D3
PL1 PL1, PELl, QE1, ENG1 | pi,po,ps,pa

Table 2: Permissions, roles and sessions

satisfies the constraint ED; in other words, provided the user is assigned a role at least as senior as
ED. DSO can assign a user in ED to role PL2 provided the user is not already assigned to any roles
at least as senior as PL1.

Table 4 shows examples of users and whether each user satisfies the constraints of Table 3.
(We use T to denote that a constraint is satisfied, and F otherwise.)

Table 5 shows some potential user-role assignments. r denotes a role which can be assigned to
u, ar denotes the set of administrative roles that can assign r to u, and R(u)’ denotes the resulting
explicit role assignments to u. We make the following observations about the can-assign relation.

e Since the constraints can be arbitrarily complex conjunctions and disjunctions of constraints,
we conjecture that the problem of deciding whether a given user can be assigned to a given
role is at least NP-hard and may be undecidable.

e dave can be assigned the role PL1 for example, which (presumably) permits considerably
greater privileges than he previously had.

e bill cannot be assigned to PL2 because of the constraint in row 3 of Table 3 (which is
explicitly evaluated in Table 4), but can be assigned to roles less senior that PL2.

e The only elements of the can-assign relation that are relevant to bill are the second and
third rows. That is, there is redundancy in the can-assign relation.

e fred cannot be assigned to any roles because he does not satisfy any constraints.

5.2 The equivalent hierarchical secure system example

We use the example of Section 5.1 as our starting point. We will show that the use of a very
simple and intuitively natural position hierarchy leads to greater flexibility in the definition of the
role hierarchy.

It has been observed that the “overloading” of the role hierarchy may be inappropriate [12, 22].
The role hierarchy is overloaded in the sense that it serves a dual purpose defining both permission
inheritance and role activation.

There have at least two attempts to address this issue resulting in the concept of a private
role [20] and the extended role-based access control model (ERBAC) [18]. There are no roles
senior to a private role so that any permissions assigned are exclusive to that role. In ERBAC
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can-assign

H can-revoke ‘

Administrative Role | Constraint | Role Range
& Administrative Role | Role Range
PS01 ED [ENG1, PL1)
PSO1 [ENG1, PL1)
PS02 ED [ENG2, PL2)
__ PS02 [ENG2, PL2)
DSO ED A PL1 | [PL2, PL2]
- DSO [ED, DIR]
DSO ED A PL2 [PLl,PLL

Table 3: URA97 predicates

u R(u) Constraint

ED | PL1 | PL2 | EDAPLI | ED APL2
anne | {QE1, QE2} | T T T T T
bill | {PL1} T F T F T
dave | {ENG1} T T T T T
fred | F T T F F

Table 4: Users and constraint satisfaction in URA97

there are two hierarchies - an inheritance hierarchy, IH, and an activation hierarchy, AH. The
former governs the inheritance of permissions, and the latter the roles to which a user is implicitly
assigned. 7 <yg 7o implies that 1 <apg ro. In Figure 5(b), PE1’ is an example of a private
role; while Figure 5(c) shows the ERBAC hierarchies. A broken line connecting r1 to r» indicates
that (ri,re) € TH and (r1,72) € AH. We will illustrate that both of these solutions seem rather
contrived compared to the natural consequences of using a position hierarchy and role hierarchy.

Figure 4a shows one possibility for the role hierarchy of Figure 3. We have assumed that certain
roles, like E, ED and PL have permissions which may plausibly be inherited by other roles. However,
we have removed the inheritance between roles such as DIR and PL1. The resulting hierarchy
has some similarity to the ERBAC inheritance hierarchy introduced in [18]. This hierarchy was
introduced to make a distinction between permission inheritance and role inheritance as it was
recognised that permission inheritance should not necessarily be implied by seniority.

However, under the assumption that a user can activate any roles which are less than or equal
in seniority to the user, we preserve the role activation hierarchy. Because we have introduced
an additional hierarchy, this feature arises naturally in our model. Note that this assumption is
equivalent to the following role activation property, ... That is, for a user, u, to activate a role,
r?

¢(u) = ¢(r)

must be satisfied. Such a policy means we can dispense with the U A assignment relation - it has
been replaced by ¢, effectively a user-position assignment relation.

Note that with the current values of ¢ a user who is an Engineer can be assigned to any of
the roles PE1, QE1, PE2, QE2, ENG1, ENG2, ED, E. We can restrict these assignments further,
by introducing positions (analogous to categories) P1 and P2, for example. Suppose now that
¢(emma) = {Engineer, P1}, then emma can only be assigned to the roles PE1, QE1, ENG1 ED1
(assuming analogous changes are made to the role-position assignments). (Alternatively, we can
include a user-role assignment relation, U A, either in addition to or instead of 7,,.)

5.3 A simple administrative security policy

We now introduce a simple order-based policy requirement. For the assignment of a user, u, to a
role, r, by a role ry, the user assignment property, my,, namely

¢(ra) > ¢(u) = o(r),
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u R(u) r ar R(u)'
anne | {QE1, QE2} | PE1 | {PSO1, DSO, SSO} | {QE1, QE2, PE1}

anne | {QE1, QE2} | PL1 | {DSO} {PL1, QE2}
bill | {PL1} PE2 | {PSO02, DSO, SSO} | {PL1, PE2}
dave | {ENG1} PL1 | {DSO} {pPL1}

Table 5: User-role assignments in URA97

must be satisfied. We believe that these are very natural conditions to impose and are a much more
accurate reflection of how responsibilities are assigned in an organisation. Specifically, personnel
are not usually given the opportunity or responsibility for tasks or roles for which they are not
qualified (by seniority). Note that, for example, dave cannot now be assigned to the role PL1,
unlike in the ARBAC97 framework.

The administration of permission-role assignments is even simpler. For the assignment of a
permission (o0, a) to arole r by a role r,, we require that the permission assignment property, Tpq,
namely

¢(ra) = o(r),

must be satisfied. We can optionally insist that ¢(r) = ¢(0), but recalling Remark 2.1, observe
that this is not necessary, as the policy monitor will prevent any session exercising this permission
without the appropriate seniority.

6 Special cases

7 Conclusion
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(a) Role hierarchy, R (c) User-position associations

DIR w d(u)
PL1 PL2 anne {Engineer}
bill {Project leader}
PL claire | {Director}
PE1 QE1 PE2 QE2 dave {Engineer}
] Eca emma {Eng%neer}
fred {Engineer}
E|D
E
(b) Position hierarchy, P (d) Role-position associations
Director r o(r)
Project leader DIR | {Director}
| PL1 | {Project leader}
Engineer

PL {Project leader}
PE1 | {Engineer}

QE1 | {Engineer}

ENG1 | {Engineer}

ED {Engineer}

E 0

Figure 4: An example of a hierarchical secure system
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(a) RBAC hierarchy (b) Private roles

DIR
/\
PL1 PL2 PE1’ PL1 QE1’
/\ /\
PE1 QE1 PE2 QE2 PE1 QE1
\/ \/
ENG1 ENG2 ENG1
E|D
E
ERBAC hierarchies HSS role hierarchy
IH PL1 DIR
PE1 QE1 PL1 PL2
ENG1 PL
PE1 QE1 PE2 QE2
AH /PLl\ ENG1 ENG2
PE1 QE1 E|D
ENG1 E

Figure 5: A comparison of role hierarchies
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